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  Java Basics Objectives Define the scope of variables.
  Define the structure of a Java class. Create executable Java applications with a main method; run a Java program from the command line, including console output.

  Import other Java packages to make them accessible in your code. Compare and contrast the features and components of Java such as platform-independence, object orientation, encapsulation, etc.
Define the scope of variables Exam Objective 1
  The scope of a variable refers to the accessibility of a variable at various points in your code. You can have a variable in your program which might be inaccessible at certain points depending on what you are trying to achieve with the usage of the variable. The main thing to look out for is the curly braces {} to be able to tell whether or not the variable is out of scope. If the variable is referred to be out of scope; it simply means it is not accessible scope; it means it is still accessible in your code.
  We will now look at the code example in order to see how variable scope woks using the following: ü Method. ü Loops. ü Class. Let’s now look at the method example. A method signature has a method name, parenthesis, parameters and we complete a method definition by {} opening and closing curly braces.
  Let’s see an example of a simple method which does nothing since there won’t be any executable statements: public void calculateNumbers(int num){
  }
   I have a method name calculateNumbers(). It receives an int parameter
  called num. The variable num can only store integers. Our method returns void; meaning nothing.
  
num variable can only and only be used inside this method; that is inside the
  curly braces. We cannot access this variable outside the method. This means, the variable will have run out of scope outside the method. If we try to use it outside the curly braces; we will have a compile error as the variable is not known outside the method. This variable is said to be local to this method. method. We are going to declare a variable inside the method. Here is an example: public void calculateNumbers(int num){ int sum = 10; }

  I have declared a variable sum of type integer. This is a local variable. It is local to the method calculateNumbers. You cannot use this variable outside this method. Remember this variable is in scope where the method braces begin {; and where they end}. Below the closing curly brace, the variable runs out of scope. Meaning it is not accessible anymore. Please also note that you cannot use this variable in this method if it is not initialized, hence I initialized mine. Instance variables are different because they have default values based on their data types; for instance int variable defaults to 0,
  boolean defaults to false, etc.
  Let’s now add a twist to our code by using the sum variable in an if statement within our method. public void calculateNumbers(int num){ int sum = 10; if(sum &gt; 11){ int x = 11; } System.out.println(x); }
  I have an if statement checking if sum; which is 10; is greater than number
  11. Then inside the if statement; meaning between its curly brackets {}, I declare a variable x and set it to 11. This is allowed. Remember the existence of variable x begins inside the if statement’s curly brackets.
  So variable x is in scope while it is used within the if statement’s curly
  brackets. On trying to use the x variable outside the if statement’s curly brackets {}, I get a compile error as follows: Cannot find symbol variable x
  The line of code outside the if statement does not know about the existence of this variable. Even though the variable is in the method and declared above the line using it, it is confined to be used inside the curly brackets in which it was declared. I am sure you are wondering if we could use the variable sum inside our if statement and after our if statement! We can use sum inside our if statement. Remember the scope of sum begins inside the opening curly bracket { of the method and ends when we close the curly bracket } of the method.
  This code compiles successfully: public void calculateNumbers(int num){ int sum = 10; if(sum &gt; 11){ int x = 11;
  } System.out.println(sum); }

  What if we have another set of curly brackets within the if statement; that is nested curly brackets? Let’s answer this by looking at the example in the code: public void calculateNumbers(int num){ int sum = 10; if(sum &gt; 11){ { int z = 5; } System.out.println(z); } System.out.println(z); }
  In the nested curly braces, I declared a variable z and initialized it to 5. In the curly brackets where variable z is declared, variable sum is accessible. But outside curly brackets where variable z is declared; z is not accessible. We get a compile error. To access z outside the nested curly bracket, we would follows: public void calculateNumbers(int num){ int sum = 10; int z = 0; if(sum &gt; 11){ { int z = 5; } System.out.println(z); } System.out.println(z); }
  Now variable z is accessible outside the nested curly brackets. Please note that we needed to initialize z on declaration; otherwise the statement coming after the if statement closing curly bracket was not going to compile. public void calculateNumbers(int num){ int sum = 10; int z;   // not initialized if(sum &gt; 11){ { z = 5; }
  } System.out.println(z); //Compile error }
  This would be the error if z was not initialized:
Variable z might not have been initialized
  Let’s now look at the variable scope using a loop. We have the following types of loops: ü while. ü for. ü do…while. ü enhanced for loop. I won’t even explain how each type of these loops works. Remember we are only concerned about the scope of the variables here. I’ll use each of these loops to show you exactly that.
  Let me show you an example of a while loop. int num = 0; while(num &lt; 10){ num++;
  We first declare and initialize the variable we use in our comparison; in this case variable num. Our comparison returns a boolean value of either true or false. Inside the loop, the variable num has to be modified in order for the loop to terminate. In this case, we are adding number 1 to num variable until
  num is not less than 10 anymore for the loop to stop iteration.
  Since variable num is declared above our curly braces, it is accessible outside the while loop. Let’s see in the example: public static void printNumbers(){ int num = 0; while(num &lt; 10){ num++; } //Print the value of num System.out.println("The value of num: " + num); }

  The value of variable num is modified inside the loop and it gets printed outside the loop. The variable has a scope of the method. Meaning it is accessible within the method’s opening and closing curly braces. Let us now have a variable declared inside the loop and then see if we can access it outside the loop.
  Following is the program that declares an int variable inside the loop. public static void printNumbers(){ int num = 0; while(num &lt; 10){ num++; int age = 10; } //Print the value of age System.out.println("The value of num: " + age); }
  I have now declared variable age and initialized it to 10. Please note the curly braces. This variable is accessible only inside the loop. Its scope begins inside opening curly brace of the loop and ends just before the closing of the curly brace of the loop.
  Let’s have another set of curly braces inside our while loop and declare another variable there and see what happens. public static void printNumbers(){ int num = 0; while(num &lt; 10){ num++; int age = 10; if(age == num){
  System.out.println("Age: " + age); } System.out.println("Value of: " + f); } }
  Inside the loop, I have declared a variable f. Inside our if statement, variable age is accessible. Remember the scope of age begins when we start the loop in the opening curly braces and ends just before we end the loop in the closing curly brace. No wonder it is accessible in the if statement.
  This program does not compile, because variable f is in scope from the braces following our comparisons’ curly brace and ends when we close the if statements’ curly brace.
  The same principle we have used for both methods and while loop also applies to the do…while and enhanced for loop.
  I want us to look into the normal for loop as it gets interesting when dealing with variable scope. The format of the loop is a follows: for(initialization; condition; update){ statements to be repeated }
  Initialization represents the initial variable value before the loop starts

  iteration. Condition represents the comparison to see if the condition is true or false. Update represents modification of value in the condition so that it can finally become false for the loop to stop iteration.
  Here is an example where we print the numbers 1 to 10: public static void printNumbers(){ int num; for(num = 1; num &lt;= 10; num++){ System.out.println(num); } System.out.println("Value of num: " + num); }
The output is as follows:
  1
  2
  3
  4
  5
  6
  7
  8

  10 Value of num: 11 Please note the variable num is accessible outside the loop because; it has a method scope. If you look at our method, we have declared the initialization value before the loop began. That is why the variable num was accessible both inside and outside the loop. Let us see what happens when we declare the initialization variable in the loop itself. Here is an example of what I am talking about. public static void printNumbers(){ for(int num = 1; num &lt;= 10; num++){ System.out.println(num); } } Same output as before; values 1, 2, 3, 4, 5, 6, 7, 8, 9, 10.
  Please note that we have declared our initialization value in the loop. This means its scope is in the loop. We should get a compile error then if we try to use this variable outside the loop. Let’s see in this example: public static void printNumbers(){
  System.out.println(num); } System.out.println("Value of num: " + num); }
  We have a compile error; because the variable is out of scope as its scope ended in the loop. Let us now look at the variable scope from a class perspective. Remember a class can have both variables and methods. Instance variables are accessible to the instance methods as they have a class scope. Let us see this in action: public class Test { int age = 10; public void displayAge(){ System.out.println("Age is : " + age); } public static void main(String[] args) { Test testObj = new Test(); testObj.displayAge(); } } We have declared a class with one instance variable and one instance method.
  The variable age is in scope from the curly brace following the class name able to access the variable age. If we declare a variable inside the
  
displayAge, it will be local to this method and will only be accessible inside
 this method.  Note: Please use curly braces to determine where the scope of the variable begins and ends.
Define structure of a Java class Exam Objective 2
  When a programmer declares a class, he / she will compile it into bytecode which in turn is then processed by JVM (Java Virtual Machine). The class declared by the programmer has a file extension .java. After compilation, a file ending with .class file extension is created automatically.
  Let’s see how a simple class looks like: public class Car{ }

  This class is a java source file and it must be saved as Car.java; that is; same name as the class name. Don’t worry about the public keyword preceding the class name. We will explain what effect it has on the class later. After compiling the above class, a class called Car.class is created and it is the bytecode which will be executed by the JVM.
  The structure of a class has the following components in this recommended order:
  ü Import statements. ü Class declaration. ü Variables. ü Constructors. ü Methods.
  Please note that package, import and class are java keywords. They cannot be used as variable names.
  Note: After class declaration, you can have variables, constructors and
  methods in any order. But the recommended practice is to have them in this order: ü
  Variables ü
  Constructors ü
  Methods (Note: Comments can be put anywhere in your program) as they also form part of the components of a java class. The reason I left them out among class components is because, they are not executed by the compiler. Comments are meant for other programmers to understand what your code does.
  There are other class components which I will not mention here as they are not covered in this exam: OCA Java SE 8 Programmer I.

  Package statement
  The reason we use packages is because we want to group related classes together. In your java source file, the package statement should be the first statement if you are using a named package. The only thing that can come before the to be executed.
  A class can either be in a named package or in an unnamed package which is known as the default package. The default package does not have a name. Here is an example of a named package: package automobile; public class  Car{ } The name of the package is automobile.
  Remember a package statement should be the first statement in your java source file if you are not using a default package.
  Let’s have a look at the comments having been used as the first line instead of package statement and see if that is valid.
  //This is a Car class in automobile package package automobile; public class Car{ }
  This is acceptable as we said, the only thing that can come before package
  The following code will not compile. public class Car{ package automobile; }
  The reason is because package is not the first statement in this java source file. Remember it is only a comment can come before a package statement. A java source file should have only one package statement, otherwise it will not compile. Here is an example of one package statement in a java source code file: package automobile; public class  Car{ }
  Let’s try two package statements in one java source file and see what happens: package automobile; package motor; public class  Car{ }

  The reason this code fails to compile successfully is because we cannot have more than one package statement in a java source file. Please note that you can have sub packages in a java source code file. Here is an example of where we have sub packages in a java source code file: package automobile.big.truck;
  big and truck are sub packages of the package automobile. In practice the
  convention is to use the company website details to construct our package and sub packages: Say the company website isnd the project we are working on belongs to human resources department. Then we could have a package and sub packages like in this example: package com.xecson.hr; This means directories or folders with the main directory com and subdirectories xecson and hr will be created and that is where our classes will be stored. package com.xecson.hr; public class Employee{ } Class employee will be stored in the directory called hr.
  Import statement without prefixing their names with the package names. But to use a class or interface in another package, you will need to prefix their names with the package names.
  Here is an example of classes in the same package: package automobile; public class Car{ } package automobile; public class Van{ } package automobile; public class Auto{ Car carObject; Van vanObject; } I have defined two classes in the same package namely: Car and Van.
  To use the classes that are in the same package, you simply use them. No need to prefix their names with the package names as you can see in the Auto class. We are using both Car and Van classes without using their fully qualified names.
  Let’s see what happens when we have classes in different packages. We will use the same classes except that we will put them in different packages. We will only append numbers 1, 2, and 3 to our package names to make them unique. Please note that we are doing this only for illustration purposes. It is not a good way at all of naming your packages.
  The code in package automobile3 under class Auto will not compile, because class Auto cannot access the class Car and Van. It does not know about their existence as they are in different packages. We are going to save these classes separately in their respective packages. package automobile1; public class Car{ } package automobile2; public class Van{ } package automobile3; public class Auto{ Car carObject; Van vanObject; }
  We need to modify this code in order to include the classes Car and Van into our Auto class. package automobile1; public class Car{ } package automobile2; public class Van{ } package automobile3; public class Auto{ automobile1.Car carObject; automobile2.Van vanObject; }
  Our code should now compile, because we prefixed the class names with their respective packages. Remember this is necessary only if you have your classes in different packages and you need to include those classes into the class in which you want to use them.

  Imagine if you have many classes to include like in this example! It would be a tedious exercise. Java creators made this easier for us by introducing
  import statement. With import, you include the classes before class
  declaration and then simply use them without prefixing them with the package names.
  Look at this example where we use import statement: package automobile1; public class Car{ } package automobile2; public class Van{ } package automobile3; import automobile1.Car; import automobile2.Van; public class Auto{ Car carObject; Van vanObject; }
  We have now imported these classes into our program that is class Auto. To use them, we simply use their names without prefixing them with the package names. Isn’t this cool?
  Comments
  Please not that comments can appear anywhere in your code. They can appear before package statement, before the class declaration or even inside or outside your class. The reason is because they are not an executable code.
  ü
  Single line comments ; also called end of line comments
  ü
  Multiple line comments; also called multiline comments Single line comments are symbolized by two forward slashes.
  Here is an example where we use single line comments: // A package statement would be placed here public class Auto{ // Class fields and methods would be placed here }
  The statements beginning with forward slashes are single line comments indicating to other programmers reading you code what the code means.
  Let’s have a look at invalid usages of single line comments. The statements in these examples are invalid.
  // This is an example of a comment and it tells other programmers what the code means.
  The statement won’t compile because, a single line comment spans over one and only one line. Our comment has more than one line and the second line does not start with two forward slashes. Please note that each line meant to be a comment has to have its own two forward slashes when we intend using single line comments. To fix this code, we add two forward slashes to the second line:
  // This is an example of a comment //and it tells other programmers what the code means. Let’s see the examples of what I am talking about: ü
  //////// This in an acceptable comments ü
  // I love programming / and it is exciting // ü //  Special characters are also allowed &lt;)&amp;%$#@ here
  Now let’s have a look at multiline comments. Please note the wording here. Multi means many. This indicates that the comment type will span either over one or many lines. A multiline comment starts with a single forward slash followed by an asterisk and we indicate the end of a multiline comment by closing it with an asterisk and one forward slash. Please not we use single forward slashes, not two forward slashes as is the case with single line comments.
  Let’s see an example of a multiline comment.
  /* This is a multiline comment spanning over one line and it is acceptable */ /* Starting our comment here This is a multiline comment spanning over more than one line and it is acceptable. The asterisk and a forward slash will indicate the end of the comment.

	/ Remember comments can be placed anywhere in your code. You can have any special characters as part of your comments: /* This is a multiline comment spanning over one line and it is acceptable And we will even add special characters like &amp;)-#@!
	/ /******************************************************************************


	Nice looking comment************************


	/ This comment is valid. Contents of the comment are not an issue here. Always remember that multiline comments start with a single forward slash followed by one asterisk and end with one asterisk followed by one forward slash. Don’t we have those in this comment? /******************************************************************************

	Nice looking comment************************


	/ Is this line of code valid? Will it compile? Let’s try it out int age = /* kid’s age */ 10;

  It did compile. Let’s unpack what is happening here. We declare an int variable called age and then after equal sign, we have a multiline comment opened and closed and then we initialize the variable to 10. The code is valid, but it is not recommended at all. Let’s see the best way of having this comment: int age = 10;  /* kid’s age */ or /* kid’s age */ int age = 10;
  This could have also been made a single line comment: int age = 10;  // kid’s age Let’s have a look at this example:
  String school = /* Northern School

	/ "NS"; The code compiles successfully. Let me unpack this for you. A comment is ignored by the compiler. This code is interpreted by the compiler this way:

  String school = "NS"; Remember, so far we have mentioned two types of comments namely single line comment and multiline comment. Actually we have a third type of comment called javadoc comment. This type of comment is processed by the javadoc; a JDK tool; to generate API documentation for your java source file. To understand this, look at the java API documentation to see this comment type in action. Look up String class for instance and you will see how it is explained and used in your code. The Javadoc comments are symbolized by one forward slash followed by two asterisks and end with one asterisk followed by a single forward slash.
  Let’s see an example of a javadoc comment: /**

	@author Marks Bhele * @version 1.0
	Class to generate reference numbers
	/

  Please note one forward slash followed by two asterisks and one asterisk followed by one forward slash. These represent usage of javadoc comments.
  Class Declaration
  The class keyword marks the beginning of a class. Here is an example of a simple class: public class Employee{ }
  This class does nothing, but it compiles successfully. You could now have code added within the opening and closing braces in the form of variables and methods. Please note that Java is case sensitive. You use keyword class in lowercase. This code in this example to follow will not compile successfully. public Class Employee {
  The declaration of a class can be complex when other components are applied. Let’s see a complex class declaration in the form of an example: public final class Employee extends Person implements manager{ }
  Please note that public, final, class, extends, implements are java keywords and they need to be in lowercase. The class name, by convention, starts with an uppercase, but it is not a java keyword. It is user-defined. It is advisable to follow the convention.
  Let us now look at the components of the class we have just declared.
  ü
  public means the class can be accessed by other classes and this
  keyword is optional in your class declaration. public is an access modifier. ü
  final means the class cannot be inherited or sub-classed and this keyword is optional as well. final is a non access modifier.
  ü
  class means we are about to declare a class. This keyword is
  followed by the class name which is user-defined and it is mandatory in your class declaration. Class name is not a java keyword. ü
  extends means the class being declared is inheriting from another
  class, which is called base class or parent class. This keyword is also optional in your class declaration. ü implements means the class is using an interface called manager. This keyword is also optional in your class declaration ü
  {} – curly braces are compulsory in your class declaration. That is
  where most of your code will go; for example variables, constructors
  Class Definition A class is a design used to specify attributes and behaviors of an object.
  Attributes are represented by variables in a class and behaviors are represented by methods. A design could be that of a car. Then we can create an object of the design which is a car.
  A simple class representing a car could be as follows: public class Car{
  String name; String color; double weight; void getName(){
  } double calculateMass(){ } }
  We have declared a class, three variables and two of those are of type String and one of type double. We have also defined two methods getName and calculateMass. These methods don’t do anything as there is no executable code within their curly braces.
  Variables Let’s now turn our attention to the variables. Remember our class definition? We made mention of attributes and methods. Variables represent our attributes in a class. They are used to store the state of an object. We refer to them as instance variables.  Each object created has its own copy of instance variables. A change made to the variable for a given object only affects the variable of the object in question. Other objects values are not affected at all. Instance variables are declared inside the class but outside the methods. Let’s have a look at how they are declared. public class Car{
  String name; String color; void displayData(){
  } } We have declared two instance variables of type String and one method.
  Please note instance variables are defined outside the methods, but inside the class itself. At times, we need to have a variable that is shared amongst the objects. Such a variable is a single copy accessible to all the objects. If one object changes the state of such a variable, the change is visible to all the objects. To declare such a variable which is shared amongst the objects, you use the java keyword static. Let’s see how the declaration is done. public class Car{ static String name = "Porsche"; }
  Methods
  Methods are used to manipulate both instance variables and class; that is static variables. A static method can be used to manipulate static variables. We will revisit methods in the later chapters.
  Constructors
  A constructor is a method within a class that has the same name as the class and it is a method that does not return anything. We use a constructor to create and initialize objects of class. A class can have more than one constructor as long as its constructors accept different sets of parameters. Let’s see how a constructor looks like: public class Car{
  String name; public Car(String name){ this.name = name;
  } }
  I have created a class and defined a constructor. How do I know this is a constructor? A constructor has the same name as a class and it returns nothing. In the constructor, I initialize an instance variable called name. package, etc are defined in a file called java source code file. This file should end with .java.
  Interface definition
  An interface specifies a contract for the classes to implement. An interface is a grouping of related methods and constants. Prior to java 8, interface methods were implicitly abstract and you would not have default implementation of a method. With java 8, that has changed. With java 8, you can have default implementation of a method. You can even have static methods. Prior to java 8, you only had instance methods in your interface.
  Let’s have an example of an interface so that you could understand it.
  We said a class is a design of an object; for example a car. Then we can create an object of the design which is a car. Let’s turn our attention to interfaces now. Every object; a car in our case; has the following functionality:
  ü Turn steering wheel
  ü Switch on and off engine
  ü Switch on and off radio
  ü Increase or decrease speed
  We can compare the controls in a car to an interface and the design of a car to a class that implements or uses these interface controls.
  So every class that intends using an interface promises to define all the methods of an interface, hence we referred to this as a contract that the class will implement the interface methods.
  Let’s see an interface in action: interface carControls{ void switchOnRadio(); void increaseVolume(); void changeChannel(int channel);
  } This is meant to give you an overview of an interface. We will work with interfaces in the later chapters. Let’s unpack what this code does.
  We declared an interface using the keyword interface. Interface name is called carControls. This is a user-defined name. We have three abstract methods. These methods are abstract because they do not have implementation in the interface. A class using this interface would be forced to honor the contract by implementing all of these methods. Let’s see an example: public class Car implements carControls{ void switchOnRadio(){
  //Empty method body } void increaseVolume(){
  //Empty method body void changeChannel(int channel){ //Empty method body
  } }
  We have declared a class that implements an interface. And we had to implement all the methods of the interface to honor the contract. Our methods are not doing anything as they do not have any executable code inside the curly braces except the comments. Please note the variable name channel in the changeChannel() method could be renamed to any other name when you define your methods in the class. It is just an int parameter.
  We will revisit interfaces in the later chapters.
  SINGLE AND MULTIPLE CLASSES IN A SINGLE JAVA SOURCE CODE FILE
  Please not that we can have as many classes and as many interfaces in one java source code file as we want. The only thing to note here is that you can have only one public entity in the source code file. You can have either one class declared as public or one interface declared as public. If you have more than one entity declared as public, you code will not compile. Let’s see an example where we have one public class in a source code file: package oca.javase8.practice; class Truck{ } class Van{ public class Car { }
  This code placed on one java source code file compiles because we have only one public class; that is Car. Also note that the file should be saved with the name of the public class. In this case, the java source code file is saved as
Car.java
  Let’s see what happens when we have more than one public class in one java source code file. Let’s see the example: package oca.javase8.practice; class Truck{ } public class Van{ } public class Car { }
  This code does not compile because we cannot have more than one public entity; for example java classes in one java source code file. If the intention is to have both classes public, you need to have them in separate java source code files; for example. public class Van{ }
  Save this class as Van.java public class Car { }
  Save this class as Car.java The same principle applies to interfaces as well. You cannot have more than one public interface in one java source file. Neither can you have a public class and public interface in one java source code file. You would need to have the interface and classes in separate files if the intention is to get both
  public.
  Let’s see an interface and a class in one java source file. class Car{ } interface carControls{ void changeChannel(int channel);
  } public class TestClassInterface{ }
  This code is valid because we have only one public entity; that is a class in public, the code will not compile. It is because our TestClassInterface is public already and we cannot have more than one entity public in one java source code file.
  Let’s see what happens when we have more than one public entity in our source code file. class Car{ } public interface carControls{ void changeChannel(int channel);
  } public class TestClassInterface{ } The code does not compile.
Note: Java classes and interfaces can be defined in any order in a java source code file
  Like I said, you can have as many classes and interfaces in one java source code file as long as we only have one of those entities public. If you have more than one public, the code will not compile.
  Remember you can only have one package statement in a java source code file. All the classes and interfaces declared in a source file belong to one package oca.javase8.practice; class Car{ } interface carControls{ void changeChannel(int channel); } public class TestClassInterface{ }
  Let’s look at an example: All the classes and interfaces defined in this file belong to the package
  package oca.javase8.practice;
  Classes and interfaces defined in the same source code file cannot belong to different packages. Let’s now look at import statement in the same java source code file: All
  
imported classes are accessible to all the classes and interfaces defined in the
 same java source code file.  Create executable Java applications with a main method; run a Java program from the command line; produce console output Exam Objective 3
  Of the classes we declare, we need to have a way to tell the JVM as to which one is the executable class. Remember the JVM looks for an entry point in order to identify an executable class. We can execute a series of classes, but we need to start somewhere. The JVM looks for a class with the method
  main(). Once it finds this method, JVM starts execution there.
  We will now examine the main method closer and see how it is defined so that the JVM is able to identify it.
  For the JVM to know which class is executable, it looks for a method name called main with this signature:
  public static void main(String [] args)
  Let’s see a small executable program in action: public class Hello{ public static void main(String [] args){
  System.out.println("Hello World!"); }
  } This program prints Hello World! as its output.
  Let us now understand this code and what each component represents or does.
  ü It must be marked as public. ü It must be marked as static. ü The name of the method must be main. ü The return type must be void. ü
  The method must accept parameters of String array or variable arguments (varags) of type String. ü
  
public in the main method is referred to as an access modifier. More on this
 will follow shortly. static in the main method is referred to as non access modifier. More on this
 will follow shortly. main is referred to as the name of the method. String [] args is the parameter the function is accepting. It is an array of type
 String.  Please note that main method can also accept variable parameters of type string as follows:
  
public static void main(String …args) This line of code is valid. In this line
  of code, you cannot put the ellipsis (...); that is the three dots; after the identifier which is args. Such a main method would not compile. Neither can you put the ellipsis before the data type String.
  public static void main(String args…) This line of code won’t compile.
  Also note that the identifier args can be named anything as long as it meets the identifier requirements.
  public static void main(…String args) This line of code won’t compile either.
  Back to main method which accepts an array of type String. The square brackets could come either before or after the identifier.
  public static void main(String [] args)
  public static void main(String str [])
  Please also note that our main method is preceded by access modifier public and non access modifier static.
  public static void main(String [] args).
  The placement of the modifiers is interchangeable, meaning you could start either with static followed by public. Or you could start with public followed by static. Such coding would be valid. Let’s see the example of this in action:
  public static void main(String [] args) static public void main(String [] args)
  Most programmers start with public followed by static for readability purposes. A class can have more than one method called main() as long as the other main methods don’t match the signature of the executable main. Such main methods would then be referred to as overloaded methods.
  Overloaded methods are methods with the same name but different
  signatures. Please note we will learn more about overloaded methods in the later chapters.
  Let’s see an example of overloaded methods: public class Hello{ public static void main(String args){
  System.out.println("Oveloaded method 1."); } public static void main(double num){
  } public static void main(String[] args){ System.out.println("Executable main method"); }
  } This code prints Executable main method as its output. The JVM identifies the main method to execute by looking at the method signature. The main methods accepting an integer and string are overloaded methods. Our main method which the JVM will execute will either have an array of type String or variable arguments of type String.
  Running Java programs on both IDE and command line.
  A java program can be run on either IDE like NetBeans, IntelliJ, Eclipse, etc or it can be run on a command line. We have been running our code snippets on NetBeans IDE. Let’s now see how we can run our programs on the command line.
  To run your code on the command line, you need to navigate to where your JDK has been installed on your drive. We will execute our simple Hello class to see how it is run. On my machine, the JDK is found in this directory:
  C:\Program Files\Java\jdk1.8.0_65&gt; Once I reach the directory with JDK, I can now run my hello class. public static void main(String [] args){ System.out.println("Hello World!");
  } }
C:\Program Files\Java\jdk1.8.0_65>javac Hello.java javac Hello.java This command compiles my code before I can run it. C:\Program Files\Java\jdk1.8.0_65>java Hello
  This command now runs my code and creates bytecode which is executed by the JVM.
  When we compile, we supply the javac command followed by the class name ending with .java When we run our program, we supply the java command followed by the class name without the file extension. The output printed is Hello World! Let’s now revisit our main method which accepts an array of type String.
  public static void main(String [] args)
  You must be wondering how and when we use this array in our program! It is easy to use it if we are executing our code using the command line. A note on arrays: Array elements are accessed from index zero; for example: Say we have elements 1, 2, 3, 4, 5.
  Element 5 is accessed using index 4. To use the string array in the main method, we need to pass arguments on the command line when we execute our class.
  Let’s have an example: public class Hello{ public static void main(String [] args){
  System.out.println(args[0]); System.out.println(args[2]);
  } }
C:\Program Files\Java\jdk1.8.0_65>javac Hello.java javac Hello.java C:\Program Files\Java\jdk1.8.0_65>java Hello Marks Bhele Programmer
  Note that I added the following when I ran my program: Marks Bhele
  Programmer Marks is element 1, Bhele is element 2, Programmer is element 3.
  Since we are displaying element 1 and element 2, our program prints:
  Marks The parameters we passed to the string array are three. The first parameter is at index 0, last element is at index 2. If we try to access element 4 (index 3) which does not exist, we will get a runtime error:
  
ArrayIndexOufBoundsException. This simply means that the index we are
 trying to access does not exist in the array.  Please see the example of this: public class Hello{ public static void main(String [] args){
  System.out.println(args[3]); }
  }
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