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  Introduction Welcome to this book. It is much more than a revision of its predecessor, Beginning ASP.NET 2.0 Databases.
  The concepts involved in building data-driven applications have radically evolved over multiple releases of .NET Framework. With the introduction of Entity Framework 5, WCF Data Services, and new features in ASP.NET 4.5 like Strongly Typed Controls and model binding, there is a greater choice among developers to build Web applications fetching data from a wide variety of data sources. The book will seek to get you started building data-driven websites using the new features in .NET Framework 4.5. It will also introduce you to ASP.NET MVC 4 as a leading technology in modern Web application development.
  Who This Book Is For
  The book is an excellent choice for developers who are still working on .NET Framework 2.0, and who are looking forward to learning the new data access features in .NET Framework 4.5. For the first-timer, this book is a very useful guide to get into the world of data-driven website development using ASP.NET 4.5. The book not only introduces you to the new ways of building a data access layer but also presents the best practices while doing so.
  How This Book Is Structured
  The book is divided into 13 chapters:
  discusses the different data sources that can be used in ASP.NET 4.5. In addition, it provides an introduction to the new features in ADO.NET.
  
Chapter 2 explores the future of relational databases. SQL Server 2012 is introduced, and some of the data
 visualization features are discussed. Chapter 3 describes the concept of non-relational databases and why they are relevant for building data-driven applications in .NET. You will learn NoSQL concepts with MongoDB. Chapter 4 provides a detailed overview of ADO.NET and performing database operations using it. An important new feature discussed in this chapter is asynchronous CRUD operations. Chapter 5 provides an overview of LINQ features that will be used throughout the course of the book. Chapter 6 provides an overview of Entity Data Model. The underlying concept is used by third-party ORM tools, and it is also used by Entity Framework. Conceptual Schema Definition Language features are also discussed in detail. Chapter 7 explores the ways Entity Framework uses the underlying Entity Data Model concepts to generate data  models. It also describes different ways of querying the model using LINQ and Entity SQL and explores a couple of data providers.

  
Chapter 8 puts to use the data access paradigms discussed in the first chapter with Entity Framework. It also
 presents an overview of Data Annotations to perform validations in ASP.NET Web Forms. Chapter 9 provides a detailed overview of how REST-style architecture is used to fetch data using WCF Data
 Services and Web API. The underlying OData protocol is also discussed.  Chapter 10
  shows the new data binding features in ASP.NET 4.5 and ASP.NET MVC 4. It also discusses the enhancements in data presentation.
  Chapter 11
  discusses the Dynamic Data concept in ASP.NET 4.5 and how you can use it to quickly build a prototype for manipulating data in a repository.
  Chapter 12
  explores the best practices in building a decoupled data access layer and provides useful tips to real-world issues you will encounter while building data-driven web sites.
  Chapter 13

  will help you become more productive as a developer building data-driven applications. Some useful ways to use Visual Studio 2012 are discussed augmented by the capabilities of Team Foundation Server (TFS) 2012.
CHAPTER 1
ASP.NET 4.5 Data Sources
  The last decade has witnessed an extraordinary evolution in the way that computing devices have affected our lives. They are far more pervasive and context driven than we could have ever imagined. The World Wide Web has been transformed from being a humble collection of linked pages to one displaying dynamic behavior based on context and user actions. Web sites today are capable of displaying responsive design, changing layouts based on the resolution of the target device, delivering content based on the location of the user, showcasing media without having the user download and install any media-specific plug-in, and the list goes on. The next decade will be the one where an immersive and fluidic experience for the client will drive innovation.
  ASP.NET was a big leap forward in the way dynamic web sites could be rapidly built using Visual Studio as the tool of choice for rapid application development. We are pretty sure that you still like the way you can drag and drop ready-to-go controls on the web application design surface and bind them to data sources in just a few clicks. The evolution of ASP.NET since its inception has also been phenomenal, and to keep pace ADO.NET has seen quite a few changes as well. Today it supports a multitude of data access paradigms including WCF (Windows Communication 
  Foundation) Data Services for REST (Representational State Transfer)-style Create, Read, Update, and Delete CRUD operations.
  In this chapter, you will get a glimpse at the modern data access paradigms that will help you learn the ways in which the data access components are designed and, in turn, use them to suit your application requirements. This will be at a very high level without getting into any last-mile implementation details. The concepts discussed here will be used throughout the rest of the book to help you gain an understanding of how the different components of the paradigm come together to build data-driven web sites.
  ■ Note Data access paradigms are discussed at length in Chapter 8.
  Given the overview, here is what we are going to cover: What are the new data access paradigms?

	

  What are the different data sources that you can use with ASP.NET 4.5 web sites?

	


  What are the enhancements to ADO.NET?

	 How to create your first data-driven page in ASP.NET 4.5 and ASP.NET MVC 4.
	 If you are unsure if data-driven web sites are a good idea, then we would strongly recommend reading the book

  
Beginning ASP.NET 2.0 Databases: From Novice to Professional by Damien Foggon (Apress, 2006). It is a nice precursor to the material discussed in this book, and you will easily be able to relate to the newer concepts discussed here. The New Data Access Paradigms
  How do you decide the approach you want to take to building a data access layer in your development workflow? Fortunately, the decision is fairly simple at a very high level in the design process, and it is driven by only a couple of possible scenarios:
  The database already exists: In this case you can choose to generate an Entity Model from the existing database and then use the Entity Model to create the data access layer.
  
■ Note Entity Model is an Entity Relationship Diagram generated from the database schema typically with the help
 of a conceptual model generator. Microsoft .NET Framework 4.5 features a built-in model generator in the ADO.NET Entity Framework.  The database is newly created:
  In this case, there are again a couple of options. You could start by creating the Entity Model first and then use it to drive the steps to create the database. You could also create the database first and then autogenerate the Entity Model as described before.
  
■ Tip It is a good idea to start with the Entity Model–First approach. This way you have an opportunity to play with the

 conceptual model until it is frozen without having to change the database schema every time and avoid annoying the DBA
 in your team.  The preceding scenarios are driven by a design-centric approach to application development. You also have the choice of a code-centric approach, and a lot of developers prefer that since it is easy to manipulate in code than to modify the model on the design surface. Another argument in favor of the code-centric approach is the ease of deployment; however, you need to be careful since you may end up writing a lot of code!
  For a new database, the code-centric approach is simpler than it is for an existing database. There are tools to generate code for an existing database; however, it is error prone and you could lose the flexibility of having the code structured in the fashion you want.
  ■ Note The code-centric approach is gaining popularity in developer communities as it provides a greater degree of 
flexibility and control. Developers feel empowered, and it is often easier for multitargeted deployment in scenarios where the
 database (or a subset of it) could be a part of an isolated storage in a handheld device in addition to the database server.  To summarize, the three paradigms of data access in modern-day application development are illustrated in the following:
  Database First:
  Reverse engineer the Entity Model from the database schema. Generate the entity classes automatically from the Entity Model using tools. Figurtrates this data access paradigm.
  Model First: Create the Entity Model in the designer. Generate the database schema and entity classes from the Entity Model. Figure  demonstrates this paradigm.

  New Database / Existing Database Generate Entity Model from
  Database Schema Generate Code from Entity Model
  Step 1 Step 2 Figure 1-1.
    Developer workflow for a Database-First data access paradigm
  New Database / Existing Database Step 1
  Create theEntity Model. Generate Database from Model
  Step 2 Generate Code from Entity Model
  Figure 1-2.
    Developer workflow for a Model-First data access paradigm 
■ Note For an existing database, the Model-First approach is more complicated than for a new database. The illustration
 in Fs sake. You will learn further about it in Chapter 8.
  Code First:
  Define the model and relationships in code. For a new database scenario, automatically create it at runtime. Figure trates this data access paradigm.
  New Database / Existing Database Step 1
  Define the Model in Code. Generate Database.
  Figure 1-3.   Developer workflow for a Code-First data access paradigm Data Sources in ASP.NET 4.5
  There has been a remarkable evolution in the support for a multitude of data sources in ASP.NET all the way from standard relational databases to services and feeds.
  For a very long time, relational databases ruled the world of data sources with ADO.NET and its predecessor ADO. While ADO.NET is still dominant, newer sources like NoSQL databases, feeds, and services are gaining a very strong foothold. Let’s explore some of the very popular data sources in modern web application development scenarios.
  ADO.NET Data Sources
  ADO.NET continues to reign in the world of .NET. Its popularity is often attributed to its ability to separate data access and manipulation cleanly into discrete components that could be used in isolation.
  System.Data namespace, and there

  ADO.NET classes are available as part of the .NET Framework 4.5 under the are three distinct tasks that they carry out:

	 Connect to a database using .NET Framework 4.5 data providers
	 Execute commands
	 Retrieve results The list of data sources for ADO.NET is fairly exhaustive, and it includes relational databases like Microsoft SQL

  Server and Oracle, data sources that can be accessed using ODBC and OLE DB drivers, and conceptual models like the Entity Data Model (EDM). EDM is new, and it is discussed in detail in Chapter 6.
  DataSet for
  The results retrieved from an ADO.NET data source can either be processed directly or stored in a
  DataSet is very popular for its data manipulation capabilities like fetching data from
  further manipulation. ADO.NET multiple sources and aggregating them before display. NoSQL
  The developer community at large (Microsoft or otherwise) has been working overtime building solutions to bridge the gap between off-the-shelf software and the actual demand within the enterprise. The “NoSQL movement,” as Ted Neward calls in his article “The Working Programmer – Going NoSQL with MongoDB” that can be found at
   , has been a revolution of sorts. It challenges the
  theory that all types of data are fit for a relational database, and it promotes the idea of document-oriented databases to store data that is unstructured and that needs to be accessed frequently. A blog is a good example of the use of NoSQL databases as a data store. Posts that are completely unrelated frequently update the site, and although there are concurrency controls needed for updating posts and submitting comments, there are no atomic transactional requirements as such. Content management systems are also good examples where NoSQL databases are better suited than traditional relational database management systems (RDBMS).

  There are many NoSQL databases available today, but the most popular ones are MongoDB and CouchDB. Although they are similar, they have different priorities. MongoDB focuses on high performance, while CouchDB is geared toward high concurrency.
  ■ Note There are no native means of accessing NoSQL databases like MongoDB in .NET; however, there are .NET Framework drivers available from the community.
  Web Services Web services allow access to data stored in a remote server over HTTP. In the world in which we live today, the
  term “web services” has become synonymous for exchange of data using the SOAP (Simple Object Access Protocol) specifications over HTTP. They have their own share of the evolution story. Having lived through various cycles of standardization, web services are now part of any modern-day application architecture. In fact, a whole layer of architecture has just emerged in the form of Service-Oriented Architecture (SOA) formulated from the patterns of implementing services over the years. In .NET, services have transformed from web service enhancements (WSE) that leveraged the WS* specifications to a full-fledged framework feature in the form of WCF, first introduced in .NET Framework 3.0.
  ASP.NET 4.5 web applications can be configured to consume web services using proxies, or they can access data using the WCF Rich Internet Application (RIA) Services domain service. WCF RIA Services domain service will automatically generate methods for CRUD operations.
  WCF Data Services
  WCF Data Services enables CRUD operations on data using the Open Data Protocol (OData). Microsoft has inserted OData deep into its data access strategy. OData support is now available in all its new-generation platforms including SQL Server 2008 R2, SQL Server 2012, Windows Azure Storage, SharePoint 2013, and PowerPivot.
  Data Services will allow REST-style access to data models with flexible querying and association traversal capabilities. This will allow natural integration with web platforms like ASP.NET. Data Services allow data to be represented in well-known formats such as JSON and ATOM.
  ■ Note In a RESTful service, HTTP verbs like GET, POST, PUT, and DELETE are used as actions for CRUD operations.
  
REST-style data access has become popular due to the widespread awareness of the HTTP protocol among applications
 including web browsers. The openness of the protocol also makes it easy to use across heterogeneous platforms.  Syndication Services A natural extension to using services as a source of data is to allow access to Syndication Feeds like RSS and ATOM.
  ASP.NET is capable of reading and parsing Syndication Feeds and displaying appropriate results.
  Azure Storage
  Windows Azure provides storage capabilities in the form of Tables, Blobs, and Queues at no extra cost. ASP.NET applications can leverage Azure Storage as a data store and perform data access operations using the Open Data Protocol.
  HTML 5 Local Storage This is relatively new, and it emphasizes the shift in focus on building applications that utilize the power of clients.
  Local Storage is used to store structured data in web clients in a way that is similar to HTTP cookies, but with robust support for storing session data across multiple windows of the client.
  Figure illustrates the different sources of data for building data-driven web sites using ASP.NET 4.5: Figure 1-4.
    ASP.NET 4.5 data sources
  
■ Note In addition, files like XML, Text, PDF, CSV, and Office Documents also serve as a source of data for ASP.NET web
 sites. The .NET Framework has standard support for XML documents in the namespace, and XML files can
  System.Xml 
directly be transformed into a DataSet. For file types like CSV and Excel, standard ODBC and OLE DB drivers are available
 for direct access via ADO.NET.  Introduction to ADO.NET in .NET Framework 4.5
  ADO.NET has been around for a while now. It continues to be the preferred means for accessing data from a variety of sources and serving them up for data-driven ASP.NET web sites. When ADO.NET first arrived, it was a paradigm shift from its predecessor, ADO. Although the core features of ADO.NET (acting as a consistent source of data for relational database and data sources supported by OLE DB and ODBC drivers) have remained unchanged over several .NET Framework revision cycles, a lot of work has gone into improving performance and adding new features like Entity Framework. The introduction of Entity Framework is a significant change that allows applications to work against a conceptual model and provides for a higher degree of abstraction.
  What Is New in ADO.NET?
  As we mentioned before, the most significant change in ADO.NET was the introduction of Entity Framework in .NET Framework 3.5 SP1. Subsequently, Entity Framework features were enhanced in .NET Framework 4.0 (like the introduction of the Model-First approach, allowing developers to build the conceptual model first and then create the supporting database) and then in .NET Framework 4.5 (like support for enum and new data types in SQL Server 2012).
  ■ Note Not all versions of Entity Framework are part of the core .NET Framework. Certain releases like Entity Framework 4.1, 4.1 Update, 4.2, and 5 are built on top of the associated release of .NET Framework, and they are generally available as the Entity Framework NuGet Package.
  Entity Framework 5.0
  Entity Framework 5.0 is built on top of .NET Framework 4.5, and it has a host of new additions. A few additions worth mentioning are support for the new data types in Microsoft SQL Server 2012, like geography and geometry spatial; support for table-valued functions; improvements in query performance; and robust support for batch-importing stored procedures with the Entity Model Wizard.
  In addition, support for multiple diagrams for a model is introduced as well as the ability to change shape colors in the Entity Designer surface. One more enhancement worth noting is the support for LocalDb database server. By default, Visual Studio 2012 uses a reference to LocalDb database server instead of SQLEXPRESS. Entity Framework registers LocalDb as the default database server if SQLEXPRESS is not available in the machine.
  SqlClient Data Provider 
SqlClient data provider allows the opening of a connection to an instance of an SQL Server database. You have
  The probably seen it a zillion times showing up in the connection string information in the configuration file.
  SqlClient data provider in .NET Framework 4.5. The provider now
  Several new features have been added to the supports the new features introduced in the next version of SQL Server like high availability, support for streaming, and the newer spatial data types. It also supports LocalDb, extended protection, and it allows asynchronous programming for data access. We will explore a few of these new features in the forthcoming chapters.
  ADO.NET and LINQ
  Not every application programmer is comfortable writing SQL queries. LINQ was introduced with the purpose of allowing developers to write set-based queries against enumerable data in their application. A logical extension was to provide for support in ADO.NET. Several flavors of LINQ are in place for ADO.NET:
  LINQ to DataSet: Optimized querying of a DataSet

	

  LINQ to SQL: Direct query on an SQL Server database schema

	

  LINQ to Entities: Querying a conceptual model

	

  Data Providers
  Data providers are lightweight native interfaces for accessing data from a variety of sources like relational databases
  EntityClient
  (SQL, Oracle), ODBC and OLEDB data sources (like MS-Access, MS-Excel), and Entity Data Model. The provider for Entity Data Model is relatively new, and it was introduced with Entity Framework in .NET Framework 3.5.
  ■ Note Unlike the other data providers, the EntityClient provider does not interact with a data source directly.
  It acts as a bridge between other native providers like SqlClient and OracleClient using Entity SQL.
  EntityClient API (System.Data.EntityClient) is similar to the rest of the data providers and provides
  The
  EntityConnection) and command (EntityCommand) objects. The following code
  equivalents for connection ( demonstrates querying a conceptual model using Entity SQL:
  string connectionString = 
    "Metadata=.\\&lt;specify the entity here&gt;.csdl|.\\&lt; specify the entity here &gt;.ssdl|.\\&lt; specify the 
 entity here &gt;.msl;" +     "Provider=System.Data.SqlClient;Provider Connection String=\"" +     "Data Source=localhost;Initial Catalog=&lt;specify the database name&gt;;Integrated Security=True\"";
 ■ Note The connection string information for EntityClient is different from a regular connection string. You need to specify the &lt;entity&gt; conceptual model information in the Metadata attribute and the actual provider information is set in
 the Provider attribute. try {     using (EntityConnection connection =         new EntityConnection(connectionString))     {         connection.Open();         EntityCommand command = new EntityCommand(             "&lt;Specify your SQL Select Statement here&gt;",             connection);         // Entity command requires SequentialAccess         DbDataReader reader = command.ExecuteReader(             CommandBehavior.SequentialAccess);          while (reader.Read())         {             Console.WriteLine("{0}\t{1}",                 reader[0], reader[1]);         }     } } catch(QueryException ex) {     Console.WriteLine(ex.ToString()); }
  The introduction of EntityClient data provider has given developers abstract native provider information from the business services, facilitating the development of pluggable data access layers that can be replaced on demand. This is very crucial to building provider-agnostic data-driven ASP.NET web sites.
  Asynchronous Data Access
  Prior to .NET Framework 4.5, orchestrating an asynchronous operation was clumsy at best. A lot of developers found it very difficult to program against the asynchronous interfaces exposed by the .NET Framework. This is no longer
  async programming model where you can
  the case with .NET Framework 4.5. It introduces an overly simplified
  async and await modifiers in .NET Framework 4.5 are used
  perform asynchronous calls without using callbacks. The for this purpose.
  Database operations are often time-consuming, and it is prudent to perform them asynchronously to keep the UI relatively free for the user to continue working without freezing up. In the earlier versions of .NET Framework, the
  SqlCommand methods like BeginExecuteNonQuery that allowed the asynchronous execution
  data providers exposed
  IAsyncResult type that could be used
  of a T-SQL statement or a stored procedure. The implementation returns an
  IAsyncResult type of implementation requires methods to be exposed in pairs of Begin
  to poll or wait for results. An
  SqlCommand also exposes an EndExecuteNonQuery pair for the asynchronous
  Operation and End Operation. The
  IAsyncResult is required while invoking the EndExecuteNonQuery method, which will block operation to complete.
  unless the process of executing the command is complete.
  using (var connection = new SqlConnection("..."))             {                 try                 {                     var command = new SqlCommand(commandText, connection);                     connection.Open();                     var callBack = new AsyncCallback(CallBack);                     var result = command.BeginExecuteNonQuery(callBack, command);                     while (!result.IsCompleted)                     {                         //TODO: Continue to perform your other operations here                     }                 }                 catch (SqlException)                 {                     //Log Exception                 }
                  catch (Exception)                 {                     //Log Exception                 }             }
  You will notice that the main thread is not blocked, and you can continue to see the results inside the while loop that checks for the
  IAsyncResult IsCompleted property. A simple callback handler will look like the following: private static void CallBack(IAsyncResult result)         {             try             {                 var command = (SqlCommand)result.AsyncState;                 command.EndExecuteNonQuery(result);             }             catch (Exception)             {                //Log Exception             }         }
  For a simple asynchronous execution of the command, this is lot of code. You will find out how this is simplified in .NET Framework 4.5.
  
■ Note In order for the asynchronous operation to work, the attribute “ Asynchronous Processing=true ” needs to be
 set on the connection string element of your configuration file.  Async Programming Model in .NET Framework 4.5
  The asynchronous programming model just discussed has not been deprecated in .NET Framework 4.5. It continues to be supported; however, the preferred approach is to use the new model leveraging a task-based parallel
  async and await modifiers. It is very important that you implement the modifiers
  programming pattern along with
  await
  appropriately. The implementation can become synchronous unless one follows an async call by one or more
  async modifier indicates an asynchronous operation, and when the program execution encounters the
  modifiers. The await modifier, it exits the current method. When the forked task finishes, execution resumes in the method.
  
■ Caution Asynchronous operations are not supported if the attribute " Context Connection " is set to " true " in the
 connection string.  Async programming model in .NET Framework 4.5 exposes an equivalent asynchronous method
  The ADO.NET
  SqlCommand 
  for every synchronous method exposed by the data providers. Continuing with the previous example, the
  ExecuteNonQuery command has an equivalent asynchronous method named ExecuteNonQueryAsync. It accepts a CancellationToken as a parameter allowing the operation to be aborted before the command timeout elapses.
  Now let’s take a look at how the programming model significantly reduces the lines of code you have to write for the same operation.
  
private static async Task&lt;int&gt; ExecuteCommandAsync(SqlConnection connection, SqlCommand command) {
       await conn.OpenAsync();       await cmd.ExecuteNonQueryAsync();       return 1;    }  A caller method can pass the connection and command instances to call this method and execute the T-SQL statement or procedure.
  using (var connection = new SqlConnection("..."))             {                 try                 {                     var command = new SqlCommand(commandText, connection);                     int result = ExecuteCommandAsync(connection, command).Result;                 }                 catch (SqlException)                 {                     //Log Exception                 }                 catch (Exception)                 {                     //Log Exception                 }             }
  The async programming model is extremely robust, and it allows you to execute a task-based chain of commands. You could potentially use the new async pattern along with your existing asynchronous implementation using the older model. Here is an example using the code bits used previously:
  using (var connection = new SqlConnection("..."))             {                 try                 {                     AsyncCallback callBack = new AsyncCallback(CallBack);                     connection.OpenAsync().ContinueWith((task) =&gt;                     {                         SqlCommand cmd = new SqlCommand("...", connection);
                          IAsyncResult ia = cmd.BeginExecuteNonQuery(callBack, cmd);                     }, TaskContinuationOptions.OnlyOnRanToCompletion);                 }                 catch (SqlException)                 {                     //Log Exception                 }                 catch (Exception)                 {                     //Log Exception                 }             }
  Notice the ContinueWith method. It allows you to delegate anonymously a task-based operation. You can use the ContinueWith option to execute a chain of commands. In addition, the async programming model also provides support for transactions:
  transaction = await Task.Run&lt;SqlTransaction&gt;(              () =&gt; connection.BeginTransaction("Transaction")              ); ...... await Task.Run(() =&gt; transaction.Commit()); Developing Your First Example Let’s now put our theories into practice and explore the steps to create data-driven web sites using ASP.NET 4.5.
  For the purpose of this exercise, you will use Visual Studio 2012 Ultimate Edition with .NET Framework 4.5. Also, you will be running the example inside of a Windows 8 System running Internet Explorer 10. You can, however, run this sample from your machine running Windows 7 or above using Visual Studio 2012 Express Edition. The application should run fine on IE 8 or above.
  The editions of Visual Studio 2012 includes a lightweight web server in IIS Express, so if you don’t have access to a full-fledged version of IIS, you can use the Express edition to test your deployment.
  ■ Caution Some of the features discussed in this exercise are specific to Visual Studio 2012. The exercise may not work correctly if you are trying to run it with .NET Framework 4.5 in Visual Studio 2010.
  Various editions of Visual Studio 2012 and .NET Framework 4.5 can be downloaded fr In addition, for data access you will use the SQL Server Express LocalDB database that ships with Visual Studio 2012. However, the example should work fine with SQL Server 2008 R2, SQL Server 2012, and SQL Azure.
Try It Out: First Data-Driven Page in ASP.NET 4.5
  In this example, you will create a simple data-driven page in ASP.NET 4.5 using the Entity Model concepts I discussed thus far. For this example, you will use the SQL Server Express LocalDB Gadgets database, which stores information about different gadgets and the available quantity. In the end, the result will display the name of the gadget, followed by its type and quantity.
  Let’s first create the database. Follow these steps: 1.
  If you are using Windows 8 to create this example, then Visual Studio can be launched from the Start screen. Go to the Start screen and click the Visual Studio tile, as shown in Figure his will take you to Desktop and launch the integrated development  environment (IDE) .
  Figure 1-5.   Launching Visual Studio 2012 from Windows 8 Start screen 2.
  In the Visual Studio 2012 IDE, open SQL Server Object Explorer and click the Add SQL Server option, as shown in Figure  .
  Figure 1-6.
    Connecting to an SQL Server database 
■ Note Options like Schema Compare and Transact-SQL Editor, which were part of the Database menu in Visual Studio 2010, are now available under the SQL menu in Visual Studio 2012. You will be prompted to connect to an instance of SQL Server. In the Server name option specify
  (LocalDb)\v11.0
  and connect with the Windows Authentication option selected. You will be connected to your instance of SQL Server Express LocalDB.
  3. From the SQL Server Object Explorer, create the database Gadgets.
  4. Under the Gadgets database, right-click the Tables folder and click Create Table. Specify the name of the table as GadgetStore.
  5. Name (nvarchar(50)), Type (nvarchar(50)), and Quantity (bigint).
  Create the fields 6. Once finished, click the Update button in the Create Table Design Surface. The script will run and create the table under the Gadgets database as shown in Figurhe SQL Server Object Explorer should look like the one shown in Figur
  Figure 1-7.
    Creating the Gadgets database and the GadgetStore table
  Figure 1-8.
    SQL Server Object Explorer 7.
  Now that the database and the table are successfully created, let’s add some sample data to be displayed in the dynamic web site. Right-click the GadgetStore table and click the View Data option. Enter the data shown in Figur
  Figure 1-9.
    Sample data for the GadgetStore table
  8. Now that the source of data is ready, you will create the ASP.NET 4.5 web site next to consume the data in a data-driven ASPX page. In the VS 2012 IDE, Create a New Visual C# ASP.NET Web Forms Application project and specify the name FirstDataDrivenWebsite as shown in Figure 
  Figure 1-10.
    Creating new ASP.NET Web Forms Application project 9.
  Open Solution Explorer. Compile the solution and run the FirstDataDrivenWebsite project. Notice that the site launched in your browser is running from IIS Express. The ASP. NET Web Forms Application template comes with a few default implementations. The Default page that is launched in your browser provides a few jump-start instructions as shown in Figure o notice that it provides an implementation of the membership provider feature of .NET Framework, and you can customize it.
  Figure 1-11.
    Instructions to jump-start your ASP.NET application development 10.
  Next right-click the project, and click Add || New Item. Select the Data tab in the New Item dialog, and choose the ADO.NET Entity Data Model template. Enter the name
  GadgetStore.edmx, and click Add, as shown in Figur .
  Figure 1-12.
    Adding ADO.NET Entity Data Model 11.
  Adding the ADO.NET Entity Data Model template launches the Entity Data Model wizard. In the first step, you decide whether to start with the Model (Model-First paradigm) or generate it from an existing Database Schema (Database-First paradigm). In this example, since you already have the database created, you will start with the Database-First option. We will explore the Model-First approach in the forthcoming chapters.
  12. In the Choose Model Contents step, select the Generate from database option, as shown in Figur
  Figure 1-13.
    Generating Entity Data Model from an existing database schema 13.
  In the Choose Your Data Connection step, click the New Connection button to create a new connection to your instance of SQL Server Express LocalDB. Save the connection string
  Web.config file under the name Entities as shown in Figure
  information in the  .
  Figure 1-14.   Entity connection string information
  14. Next, as shown in Figure hoose the Database Objects that you want to be part of your Entity Model, including tables, views, and procedures. You also have the option of selecting each individual artifact from the list of database objects. For the generated entities, you can choose singular or pluralized object names and specify if you want to include foreign key columns.
  Figure 1-15.   Choosing your database objects and settings 15.
  Click Finish to complete running the wizard and to create the Entity Model. Now you are ready to consume the conceptual model in your web site. There is a nice view-scoping
  GadgetStore.edmx file and click “Scope to
  feature in the Solution Explorer. Right-click the This,” as shown in Figurhis will collapse all the other artifacts from the Solution GadgetStore.edmx file. Explorer and will show only elements related to the Figure 1-16.
    Scoping the solution structure to show only the GadgetStore.edmx entities and related objects Visual Studio 2012 has a number of enhancements for developers. Most of these changes may seem minor at first glance, but they add up to save time and effort and help enhance the overall productivity of the developers. One such change is the ability to navigate through the code from within the Solution Explorer.
  GadgetStore.edmx, expand the GadgetStore.edmx.designer.cs
  Once you are in the scope of the file file and you will see the methods and properties exposed for creating a database context as shown in Figur
  Figure 1-17.   GadgetStore object explorer and the Entity Model designer In addition, you can also click the GadgetStore.edmx file to preview the Entity Model in the designer.
  1. There are a couple of things you need to do before using the Entity Model to display data. First add a new web form to the FirstDataDrivenWebsite project and name it
  GadgetStoreView.aspx.
  2. Next, modify the Site.Master master page to include a link to the GadgetStoreView.aspx page. Double-click the GadgetStoreView.aspx page, to pin it to the IDE.
  3. In the GadgetStoreView.aspx page source view, add an ASP.NET Repeater control and set the ItemType property to the namespace containing the conceptual model entities. Notice that once the ItemType property is set, IntelliSense will be available for you to explore and build the Repeater control template with the Entity Model properties. The final code to display the gadget store should look like the following: 
&lt;asp:Repeater ID="gadgetStoreRepeater" ItemType="FirstDataDrivenWebApplication.
  GadgetStore" runat="server"&gt;             &lt;ItemTemplate&gt;                 &lt;li&gt;                     &lt;label&gt;                        Name: &lt;%#: Item.Name %&gt; || Type: &lt;%#: Item.Type %&gt; || Stock Count:  &lt;%#: Item.Quantity %&gt;                     &lt;/label&gt;                 &lt;/li&gt;             &lt;/ItemTemplate&gt;         &lt;/asp:Repeater&gt;
  The content is displayed in this format for illustration. Realistically, this is not the view you would want; however, it serves the purpose of our example.
  
Caution If you are still using Visual Studio 11 Developer Preview, note that the attribute is now renamed
 ■  ModelType to in Visual Studio 2012. ItemType
  4. GadgetStoreView.aspx.cs file, and add the following code in the Page_Load Open the method to set the Entity Model as the data source for the Repeater control.
  protected void Page_Load(object sender, EventArgs e)         {             using (var db = new Entities())             { 
                this.gadgetStoreRepeater.DataSource = db.GadgetStores.ToList();
                 this.gadgetStoreRepeater.DataBind();             }         }  Compile the solution and run the FirstDataDrivenWebsite project. Click the GadgetStore link, and you will find the desired result displayed in the page. You have now created your first data-driven page! This style of data binding is new to the ASP.NET 4.5 Web Forms Application. Don’t worry yet about how it is working; we will explore the model-binding features of ASP.NET 4.5 in detail in the forthcoming chapters.
  
■ Note In addition to using strongly typed models, you can also use an EntityDataSource control to act as a source of
 data for the view, as shown in F . We will leave that for you to try to figure out.  Figure 1-18.
    The EntityDataSource control How It Works
  In this chapter’s example, you saw how to create a Conceptual Entity Model from an existing database and use it to create a strongly typed Repeater control with the Entity Model acting as a source of data. Your implementation created a layer of abstraction over the physical data source, thereby facilitating the use of any standard database behind the scenes. In addition, you also saw some of the new IDE features in Visual Studio 2012.
  Summary
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